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Wires for both variable and its negation: connect to appropriate place of variable loop.
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All variables do not fulfil the clause
⇒ no tetromino in the **pink region** can be connected.
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★ Determining if a Norinori board is solvable is NP-complete and counting the number of solutions is \#P-complete.
★ Determining if a LITS board is solvable is NP-complete and counting the number of solutions is \#P-complete.
★ Bounds on the minimum number of regions among all nxm Norinori/LITS boards with unique solutions.