ABSTRACT

In this poster, we present 'Layouts for Multiple View' (LMV), a tool that helps users build, control and save multiple view visualisations simply and easily using a bespoke grammar.

The tool incorporates template multiple view layout strategies as quantified from prior research on view analysis, and the user can build different layouts by defining the grammar, or through the linked visual interface.

LMV saves the multiple view layout as a JSON file, including all the details of the layout and attributes of the visualisation, which can be subsequently loaded and adapted or used to create dashboards.

LMV guides the user to: (i) Design and control the multiple view layout. (ii) Add data and allocate a specific visualisation technique for each view. (iii) Adapt specific appearance properties of the layout.

INTRODUCTION

Visualization tools, libraries and systems all help users create visualisations. While there are many ways to create a visualisation, controlling the layout of multiple view systems is still difficult. This is not the case for websites, where there are many design tools to help users lay out their websites.

Why can we not have the same idea in visualisation? Visualisation developers would likewise benefit from a similar system. Templates to help users follow 'typical' layout strategies, and methods to graphically design different layouts.

At the start of our research, we asked several questions: How can we develop a system to help visualisation users lay out their views? How can we allow users to quickly lay out their views, and then easily change their design? How do we map data to a view and easily change the appearance of the layout viewer?

Our motivation is to give the users the ability to create juxtaposed view layouts in a simple and easy way. We also wanted to allow users to create 'typical' layouts, and consequently we drew on recent work by Almaneea and Roberts [1,2], on quantifying and identifying typical and frequent layout strategies.

TOOL DESIGN

Our tool has four main view panels, each addressing a different task: template viewer, grammar panel, visualisation panel, and property panel. The template viewer (shown in Figure 1) is the default first view, and allows a pre-built design to be selected. Users can also search and filter designs. After selecting a starting template (which could be blank) the three-part viewer opens.

The second screen has three main parts (Figure 2), the grammar panel, visualisation editor, and property panel. The grammar panel allows users to edit a language description of the layout. The visualisation editor shows either a wireframe layout editor (without visualisations), or the visualisation view.

The wireframe editor allows users to add, delete and change the size and the position of the views, and snap wireframe views together.

The grammar description is dynamically updated on the left panel, allowing users to jump between grammar or layout descriptions. The property panel allows users to change the appearance of the layout (border width, background colour, etc.) and how the visualisations and data are mapped to panels.

Developers can fill in any visualisation technology they require, for instance, a Google Map view, D3 view, highcharts view, etc. E.g., the example in Figure 2 uses D3.

DISCUSSION AND CONCLUSIONS

We have designed and built a tool to help users lay out multiple view systems. Users select a template-layout, or edit the layout visually or control the layout through a grammar (Figures 3, 4).

The grammar is used to save/load view layouts, and each view is linked, such when the user controls the wireframe editor the grammar updates.

We have developed and improved the prototypes with heuristic feedback. We have demonstrated its use with D3, and it has potential to be used with other visualisation languages and tools.

We are still developing and improving LMV, and are planning a more in-depth user evaluation.
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